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**PS0** **Hello World with SFML**

**1. Description of the assignment**

This assignment involved setting up my Linux IDE and relevant audio-visual packages on my machine. I then ensured my machine was configured properly by running the “did I install everything correctly?” SFML code which displayed a window with a green circle titled “SFML works!”. I then extended this demo code by creating and loading my custom sprite into SFML. This sprite was coded to respond to keystrokes (UP, DOWN, LEFT, RIGHT), and move accordingly across the SFML window. For my additional feature, I coded the sprite to respond to keystrokes (EQUAL and HYPHEN) which set the scale of the sprite in the SFML window.

**2. Key algorithms, Data structures, or OO designs**

For PS0 the key objects that I was introduced to were the sf::RenderWindow and sf::Drawable objects. The RenderWindow object creates a window at runtime of specific dimensions WxH pixels, and allows the depiction of Drawable objects to that window through the window.draw(object) function call. These concepts were crucial in my initial understanding of SFML objects and capabilities.

**3. What I learned from the project**

I learned how to set the framerate of a RenderWindow object. I also learned how to process window events, including keystrokes and window closing actions. I then correlated these window events to actions for the sprite character. Tangential to the project was learning how to install and run WSL on my machine. I found the combination of WSL with Visual Studio Code to be a good mix of Linux speed with the UI elements of a modern IDE like Visual Studio. After this initial setup in ps0 I was set for all future projects.

**4. Screenshot of program output**

**5. Issues and bugs**

No issues or bugs present. \newline

The program was fully functional within the given specification.

**6. Source code for the project**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS1** Linear Feedback Shift Register and Image Encoding

**1. A discussion of the assignment itself and what you accomplished**

For part (a) of the assignment I implemented a 16 bit linear feedback shift register of class FibLFSR which generates a pseudo-random string of bits from a given seed. Using constant “tap” points at indices 15, 13, 12, and 10, bits are XOR’d together to generate a new input bit, which is then pushed back onto the register at index 0 which cycles out the bit at index 15. This process was used to generate a single bit using the step() function defined in line 18 of FibLFSR.cpp, as well as pseudo-random integers of size 0 – 2k by calling the generate(int k) function defined in line 31 of FibLFSR.cpp. To cleanse the input data for the constructor, exceptions were thrown if the seed string was not 16 bits in length, or if the seed string contained non-binary characters. \newline

I created two helper functions on lines 56 and 60 for the XOR of two bits a and b, and for the cleaning of a string to binary characters. Additionally I added const getters on lines 42 and 45, but no setters as end-users do not need to alter the internal state of the FibLFSR model. The output operator was also overloaded at line 50 to easily output the internal state of the FibLFSR object to the end user’s ostream. \newline

\newline

For part (b) of the assignment I encrypted a reference image using my FibLFSR from part (a). I created two RenderWindow objects “Base Image” and “Encrypted Image”. In my example program I encoded the Mona Lisa using my LFSR, then decrypted the image back into the Mona Lisa using the same seed for the LFSR. The encryption process occurred in the transform() function with an image by reference and pointer to a FibLFSR object as parameters.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

For part (a) the data structure used for bit storage was a bitset from the bitset library. This structure allowed for an easy conversion from string to bitset using the constructor bitset(string). This structure also allows for easy bit-shifting when the step() method is called, limiting unnecessary function calls and maximizing speed. \newline

\newline

For part (b) the key algorithm was the transform() function. This algorithm took each pixel of the given image and XOR’d the rgb values with a newly generated 8-bit integer from the given FibLFSR. The decryption algorithm used this same transform() function with an identically seeded LFSR which generated the same 8-bit integers which inverted the rgb values of the same pixels in order of encryption.

**3. A discussion of what you learned in that particular assignment.**

For part (a) I learned the importance of choosing the correct data structure for the project at hand. I first attempted to use a std::string as my state storage method, but this object proved cumbersome when shifting bits. I tested a doubly-linked-list approach but this gave trouble when accessing tap-points. After doing some research I found the bitset library had the necessary built-in methods I was searching for, making the implementation of my own methods easy and intuitive. \newline

\newline

For part (b) I learned the importance of using sprite objects over texture objects due to their decreased system impact. Additionally I learned how to effectively gather command-line arguments for program execution, including file names and binary strings. Finally, I learned about rgb information in color objects, allowing for the augmentation and extraction of exact color values.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

No issues or bugs present. \newline

The program was fully functional within the given specification.

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS2** Sokoban

**1. A discussion of the assignment itself and what you accomplished**

\hfill\begin{minipage}{\dimexpr\textwidth-0.9cm}

For part (a) of the assignment I created a Sokoban UI that inherited the virtual draw() function from the sf::Drawable class. This Sokoban class took in a file name from the command line, then opened the file and extracted the game state into the Game object using the overloaded extraction operator.

\begin{description}

\item In these .lvl files, the following symbols are used:

\item \textbf{@} The initial position of the player. Each level contains exactly one @.

\item \textbf{.} An empty space, which the player can move through.

\item \textbf{\#} A wall, which blocks movement.

\item \textbf{A} A box, which can be pushed by the player.

\item \textbf{a} A storage location, where the player is trying to push a box.

\item \textbf{1} A box that is already in a storage location.

\end{description}

A window titled “sokoban” was created in the exact dimensions of the level detailed in the file (64Wx64H). Each tile was 64 pixels on each side, making tileability easy. The window depicted tiles in their corresponding locations from the .lvl file. Additionally, a gameplay clock was included in the upper left corner of the window that displayed the elapsed time. I provided getters for internal variables, as well as a custom getGameState() function which printed the internal representation of the gameState to the terminal, which I used for debugging the value constructor and extraction operator. \newline

\newline

For part (b) of the assignment I implemented movement and gameplay mechanics. Using the (W,A,S,D) keys or (UP, DOWN, LEFT, RIGHT) keys, the end user could move the “janitor” character around the level through empty tiles, could push boxes onto other empty tiles, and could push boxes onto storage locations where they would change texture, indicating a successful storage. The player could not walk through walls, push boxes into walls, or push boxes into other boxes. The player could also walk through the empty storage locations. When all storage locations are filled with boxes, a win screen was presented to the user along with a win fanfare. This win screen presented the user’s completion time. The player had access to additional commands: (R) to restart the game, (Z) to undo turns, and (X) to close the window.

\end{minipage}

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

In part (a) the data structure I used was a 2D vector of chars. This vector was resized to WxH from the input file, then filled with the corresponding symbols. This 2D vector stored the game in row-major order, since the IDE reads in a file in row-major order. The second component was the algorithm in the draw() function override, where a switch statement triggered the drawing of the appropriately textured sprite. \newline

\newline

In part (b) the primary data structure I used was a 3D vector of chars. This variable “allGameStates” stored the 2D matrix of game states as in part (a), but a third vector was added to include the undo function. Alongside a “turn” variable, every movement of the player incremented the turn variable and created a new game state matrix, pushing it back onto the 3D vector. If the player attempted to undo an action with command (Z), the game state would revert to the previous matrix at turn -1 for each undo action requested. Then as the player resumed normal movement, the matrix would overwrite with the new game states. \newline

In conjunction with the 3D vector and the turn variable, a vector of type Direction was created labeled “face”. This vector was indexed using “turn” and corresponded to the direction the player character was facing. As the player moved in a particular Direction, the texture of the character was updated accordingly. As the player performed undo commands, the character direction would correspond to the movement actions of previous turns.

**3. A discussion of what you learned in that particular assignment.**

For part (a) I learned about the power of nested data structures. Rather than allocating one large block of memory and doing coordinate arithmetic to locate my indices, I could use easily manageable structures with sensible indexing notation. I made frequent use of the double square-bracket operator (gameState[h][w]). This notation corresponded with my mental interpretation of the game board which sped up my coding and reduced out\\_of\\_bounds errors from the vectors. I was also reminded of the importance and power of defining global variables. In the case of ps2a, I defined a TILE\\_SIZE int of size 64, indicating the pixel dimensions of my tiles. \newline

\newline

For part (b) I familiarized myself with companion data structures, using the same indexing element “turn” to access concurrent states across different objects. I had initial trouble combining player directionality and undo commands. Using a vector of directions allowed me to store the history of player movement at each “turn” and correspond it to the player character at any “turn”, regardless of direction of movement through the 3rd game state vector. \newline

Additionally, I familiarized myself with offloading work to private helper functions. These functions include noObstructions() at line 106, canPushBox() at line 172, and pushBox() at line 206 of Sokoban.cpp. I deferred complex calculations, bounds-detection, and movements outside of function movePlayer() at line 32.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

\hfill\begin{minipage}{\dimexpr\textwidth-1cm}

\begin{description}

\item The Janitor was unable to push stored boxes out of storage areas.

\item The stored boxes changed texture from red to blue and behaved as walls.

\item Occasionally, textures flickered.

\end{description}

Otherwise, the program was functional within the given specification.

\end{minipage}

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS3** Pythagorean Tree

**1. A discussion of the assignment itself and what you accomplished**

For this assignment I created a PTree class that recursively drew a Pythagorean tree of pixel size L and depth of N. A Pythagoras tree is a plane fractal constructed from squares whose points in connection to other squares enclose a right triangle.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

The key algorithm used to draw the tree was the PTree function defined at line 26 of PTree.cpp. The algorithm processes the points where new squares should be drawn. Given the angle of the parent square, the angles of the child squares are calculated and rotated accordingly. Based off of the two new child squares, 4 sets of points are calculated: the left child set and right child set. The PTree function is then recursively called on the left and right sets of points until it has reached the maximum depth N. Each depth is set to a different color.

**3. A discussion of what you learned in that particular assignment.**

In this assignment I learned to delegate some of the work to an algorithm rather than static storage variables in my class type. The only variables of concern for the drawing of the PTree are the depth N and the length L. All other elements of the tree can be calculated from these two variables: no internal storage structure needed.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

No issues or bugs present. \newline

The program was fully functional within the given specification.

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**• If you changed the code (such as for a PSX assignment), use the updated code.**

**PS4** Checkers

**1. A discussion of the assignment itself and what you accomplished**

For part (a) of the assignment I created a Checkers UI that inherited the virtual draw() function from the sf::Drawable class. This Checkers class used an initializeBase() method defined at line 135 of Checkers.cpp to set the board and pieces to the default opening game configuration: 12 black pieces spread evenly on every black tile in the first three rows, and 12 red pieces spread evenly on every black tile over the last three rows. I defined two global variables: TILE\_SIZE of size 64 for the pixel size of the tiles, and BOARD\_DIMENSIONS of size 8 for the 8x8 dimensions of the game board. For extra credit I added an additional game border using a wood texture 32 pixels in depth. In part (a) I was also tasked with the selection of game pieces based on player turns. I created a mouseInGameBounds() helper function which determined if a mouse click was within the bounds of the game board including this new border texture. Using this helper function my selectPiece() method checked for the selection of a valid game piece by referencing the game data structure, the current player turn, and the number of non-selected pieces on the game board. Additionally I created a temporary switchTurn() method which artificially toggled the players’ turns. The default first player was black, and when the end user pressed (T) this was toggled to red. Based on the current player’s turn the end user could only select pieces of the current player. Clicking elsewhere would de-select a piece. At line 119 of Checkers.cpp I added another extra credit element: an indicator for the end user displaying the current color’s turn. Using the arial font an uppercase R or B was displayed in the upper left hand corner of the game board. \newline

\newline

For part (b) of the assignment I implemented the Checkers gameplay mechanics. This included a movePiece() method, a visual move assist, and a win condition with fanfare. I defined a new global variable: BOARD\_OFFSET of size 32 representing the game border. To move selected pieces I implemented a movePiece() method defined at line 88 of Checkers.cpp. This function manually checks the diagonal directions for moves and jumps, and completes the action if the mouse click was at one of the available end locations. At the end of this movement the finishLine() method is called which checks for the automatic crowning of pawns at the opponent’s end of the board. In addition to the movePiece() method, the visualMoveAssist() method defined at line 292 uses the same diagonal direction checking and displays a star diagonal to the selected piece on moveable tiles using the drawStar() helper function. The win fanfare was triggered by the isWon() method which checked for any remaining pieces or selected pieces, or triggered a win if no pieces could move. This then triggered an execution of code in main.cpp at line 43 which played a win sound, displayed the color of the winning team in text, and disabled player movement. Afterwards or during the game, the end user could press (X) to close the window or (R) to restart the game. The restart function simply called initializeBase() on the game object and reset the win condition Boolean variable.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

In part (a) the data structure I used was a 2D vector of characters named currentGameState.

\begin{description}

\item The following symbols were used in the 2D game state vector:

\item \textbf{.} A red background tile. Movement here is invalid.

\item \textbf{p} A black background tile. These squares are “playable”.

\item \textbf{b} A black pawn.

\item \textbf{r} A red pawn.

\item \textbf{w} A selected pawn

\item \textbf{B} A black king.

\item \textbf{R} A red king.

\item \textbf{W} A selected king.

\end{description}

The initializeBase() method went through the 2D vector placing a red background tile on every other element, and based on the line placed either a black piece, red piece, or playable black background tile. \newline

My “controller” that translated global mouse coordinates to 2D vector coordinates was performed at line 26 of Checkers.cpp. This initializer converted mouseLocation coordinates to arenaLocation coordinates by removing the border size and dividing by the tile size for each dimension. This resulted in a coordinate valid within my currentGameState matrix. \newline

\newline

In part (b) I used the same 2D character matrix as in part (a), but added two internal Boolean variables: stillPlaying and setWinTrue. These Boolean variables were used for edge conditions around the win conditions. stillPlaying was used primarily in the movePiece() method to ensure the game did not end prematurely when a piece was selected, while setWinTrue was used to expedite the win condition when a the final selected piece could not move in any direction. These variables could have been offloaded to boundary checking functions but were easily implemented when stored in the internal game state. \newline

Throughout the implementation file I use the getter function getSelectedPawn() which uses two algorithms (std::find\_if and std::distance) alongside three lambda expressions to parse through my matrix and return the internal coordinates of the selected pawn. I could have completed this through traditional for loops but I wanted to challenge myself to use advanced coding algorithms to accomplish my end goals, even if it was just for practice.

**3. A discussion of what you learned in that particular assignment.**

In part (a) of the assignment I learned the consequences of complicating my interior data storage structure. I chose to implement the red tiles in the matrix even though they would always be invalid tiles, never read or overwritten after initialization. This helped with conceptualization and debugging of the game board, since the interior state matched the real-life representation of the board. When moving on to part (b) however, this would result in complications. When performing checks on adjacent playable tiles I would always have to account for the 1x1 offset created by the red background tiles in all directions. This meant for more complex calculations and issues with the visual move assist.\newline

\newline

Over the course of part (b) of the assignment I learned to keep my functions simple and straightforward. I should have offloaded some of the work in movePiece() and visualMoveAssist() to helper functions that check diagonal boundaries. Because I did not use helper functions here, these methods were hundreds of lines long despite checking the exact same boundaries. I could have subdivided these checks in a variety of ways, but the brute force approach was what I chose to do despite of the obvious drawbacks.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

hfill\begin{minipage}{\dimexpr\textwidth-1cm}

\begin{description}

\item Pieces could not double jump.

\item Pieces that could jump were not required to jump.

\item If multiple pieces on the same team were all deadlocked, win condition would not be met.

\item Occasionally, textures flickered.

\end{description}

Otherwise, the program was functional within the given specification.

\end{minipage}

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS5** DNA Alignment

**1. A discussion of the assignment itself and what you accomplished**

In this assignment I created an EDistance class that computed the edit distance of two strings. Here the edit distance is the optimal alignment of the two strings. This optimal alignment is computed using a scoring system, where a gap in either string is a penalty of two, no gap but a misaligned letter is a penalty of one, and no gap and a matching letter is no penalty. The optimal edit distance has the lowest score, and is computed by dynamically allocating a matrix of integer values of size NxM, where N is the size of string one, plus one, and M is the size of string two, plus one. At the bottom right corner of the matrix is a score of zero. Here the strings “meet” when they are aligned. Going directly up or directly left from the bottom corner, the consecutive values increase by two, as this represents the penalty for a gap in either string. Beginning at the bottom right corner, the scoring algorithm is performed of all values remaining in the NxM matrix. This will be explained in the following section. After the matrix is filled in with scores, the optimal edit distance is found at (0, 0) of the matrix. \newline

\newline

In order to find the optimal alignment we must traverse this matrix with reference to the strings, using dashes as gaps in the final alignment. This algorithm will also be discussed in the following section. This can be used for any two strings of values, but its most useful application is the alignment of DNA, as shown in the test cases. My program computed the alignment for two strings of lengths 2,500, 5,000, 7,000, 10,000, 20,000, and 28,284, as well as multiple strings of lengths less than 100 characters. These strings were taken from stdin using the “<” redirect, and either output to the terminal in small cases, or output to a .txt document using the “>” redirect in large cases.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

The two key algorithms used in this assignment were the scoring algorithm and the traversal algorithm. The scoring algorithm can be seen at line 27 of EDistance.cpp. The optDistance() method fills in the matrix using the following expression:

\[For each 0 <= i < M, 0 <= j < N\]

\[Matrix[i][j] = min ( matrix[i+1][j+1] + penalty(), matrix[i+1][j] + 2, matrix[i][j+1] + 2 )\]

This algorithm is executed from the bottom right of the matrix and compares values adjacent to and diagonal from the selected element. This is performed right to left, bottom to top. In the above expression, the penalty() method is the zero or one penalty from the character discrepancy check performed on the selected element. If the characters are different, a penalty of one is applied, else, zero. \newline

\newline

My implementation of the traversal algorithm can be seen in the alignment() method defined at line 40 of EDistance.cpp. This method starts at the top left of the scoring matrix and finds the optimal path to the bottom right. Unless at a boundary condition, the algorithm prioritizes diagonal checks, then subsequently checks for gaps in the alignment. In each case, there are a series of “if” statements that check to see if the scores at each position are equivalent to the currently selected element’s score, minus the penalty. This is either the static two or the zero/one based on the character discrepancy of the current element. The algorithm traces the matrix and only retrieves the optimal traversal, pushing the coordinates of each valid element back onto the optPath list in order. After the traversal is complete, beginning at line 70 of EDistance.cpp the list is parsed; and based on the diagonal or perpendicular movement the alignment is prepared using the reference strings’ characters and dashes to represent the gaps in alignment. This is assembled into a single contiguous string and returned by the method.

**3. A discussion of what you learned in that particular assignment.**

In this assignment I learned the power of dynamic programming. Using a series of simple algorithms in combination with a fully adjustable dataset, my program could easily handle and calculate hundreds of millions of scores based off of multi-thousand character strings. This would have been effectively impossible to do by hand and without error, but my program was speedy and accurate every time. Moreover I learned about different approaches to the same problem: In this case DNA alignment. The spec outlined multiple tactics for approaching the problem, including recursive approaches, the Needleman-Wunsch method, and Hirschberg's algorithm, all with certain advantages and disadvantages. Based on my personal constraints and implementation I could adapt my method to prioritize storage space, cpu power, or processing time. \newline

\newline

An optional component of this assignment was to work with a partner; I chose to work alone on this assignment. This was because I wanted to challenge myself to conceptualize and implement my own interpretation of the problem. This may have taken more time overall, but I’m glad I tackled the problem independently because I now have a greater capacity to debug my code. For example: during this assignment I completed 90% of the algorithm, but my results for the optimal alignment were off by two for all of the test cases. This problem stumped me for a while, and could have easily been remediated by a partner. By sitting with the problem and debugging my own code I found the issue not in my algorithm, but in my reading of the test case variables. If I had not worked alone on this assignment I wouldn’t have had that same struggle and intellectual payoff.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

No issues or bugs present. \newline

The program was fully functional within the given specification.

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS6** RandWriter

**1. A discussion of the assignment itself and what you accomplished**

In this assignment I created a RandWriter class that writes random text based on a reference text. The main program takes in two integers: the first “K” which is the size of the subdivisions of the text, and “L” the length of the random text output. The object then read a reference text from std::cin, then developed “kgrams”, (N) strings of size K where N is the size of the reference text. Along with these kgrams, k+1grams were developed, which is every occurrence of the kgram followed by the subsequent character in the reference text. Using the kgrams and k+1grams, a probabilistic dictionary was developed for each potential string of size K (given that it appeared at least once in the text). To develop the random text output, the first K characters were used as the seeding value for the generate() method defined at line 78 of RandWriter.cpp. Each subsequent character was chosen from the probability dictionary of the current kgram which matches the relative distribution of characters that follow that kgram in the reference text. These characters were pushed back onto the output string until the string was of size L, then returned by the method. Text generated with a low K value (0-4) frequently produces unintelligible words, makes spelling mistakes, and includes inappropriate characters. Text generated with moderate K values (5-9) frequently produces intelligible words and phrases in the style of the reference text, although there are some evident discrepancies. Text generated with high K values (10 or greater) are very accurate with the reproduction of understandable text at the risk of copying the reference material word for word. This is because some kgrams of large size are unique in a text, which lead to the reproduction of multiple consecutive sentences or a whole paragraph ripped directly from the reference material.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

The key data structure used in this assignment was the Markov Model, which I chose to implement as an unordered map. This map contained the string kgrams as keys, and a pair of data: an int for the occurrences of the kgram, and a string for the probability dictionary of the k+1grams. The constructor for the object parsed through the reference text, and treated it as cyclical. For each occurrence of the kgram, the int at the kgram’s key in the model was incremented to show a new occurrence, and the following letter was appended to the dictionary string. After iterating through the entire reference text, the model would be full of every possible K sized string as well as the occurrences of that string and the following letters that followed it, stored in the form of one contiguous string. The interior state of this Markov Model could be output using the overloaded stream insertion operator. \newline

\newline

An algorithm that was used in the assignment was the kRand() method at line 57 of RandWriter.cpp. The kRand() method selected a random value from the probability dictionary at a given kgram by using a random\\_device, a Mersenne Twister, and a uniform\\_int\\_distribution. The std::random\\_device generated a pseudo-random integer which was used as the seed value for the Mersenne Twister. At line 68 of the implementation file a std::uniform\\_int\\_distribution was initialized with the bounds of the dictionary of the given kgram. A random character from the dictionary was then chosen and returned by the method using the Mersenne Twister as the seed for the uniform\\_int\\_distribution, where it would index a character within the bounds of the dictionary. \newline

\newline

One helper function that was used to complete the assignment was the cycleString() function defined at line 117 of RandWriter.cpp. This function modified a string in place by cycling the values to the left and pushing back a character item to the end of the string. This was used to parse through the reference text for all kgrams, and was used for the generate() method by converting k+1grams to new kgrams, which was then used to seed the new kRand() method. \newline

\newline

In order to deal with a potential K = 0, a global variable ORDERZERO was defined as the master reference key for the map, where the reference text itself was the probability dictionary. This meant that characters in the final text output were distributed randomly in the same proportions as they appeared in the reference text with no further context relative to kgrams.

**3. A discussion of what you learned in that particular assignment.**

Looking back on the project I see that my internal Markov Model was inefficient. Rather than employing an unordered map of string keys with a pair of int and string as the data values, I should have simply used an unordered map of string keys and string data. This is because the int data in the pair is redundant. The frequency of the kgram in the reference text that the int is supposed to represent is also the size of the dictionary string. This did not effect the correctness of the text generation, but did impact the speed and efficiency of the model slightly by calling the increment operator once for every character in the reference text, as seen at line 21 of the implementation file.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

No issues or bugs present. \newline

The program was fully functional within the given specification.

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**

**PS7** Kronos Log Parsing

**1. A discussion of the assignment itself and what you accomplished**

In this assignment I created a LogParser class which accepted a std::ifstream input and the file path. This class then generated a report based on the log input using the generateRPT() method. The generate method logged the beginning, end, and failure of boot sequences for Kronos InTouch devices, assuming no nesting booting.

**2. A discussion of one or more key algorithms, data structures, or OO designs that were**

**central to completing the assignment.**

The key algorithm used in my implementation was my generateRPT() method defined at line 4 of LogParser.cpp. This function parsed through Kronos .log files and generated a string which was output to a .log.rpt file in main.cpp at line 16. The algorithm used the syntax provided in the device5\_intouch.log\_BOOTONLY.rpt, noting the line and time of boot start, as well as the line and time of boot completion, and elapsed time, or the indication of an incomplete boot. The method performed this documentation across multiple attempted boot cycles. \newline

Another algorithm used can be found at lines 37 – 39 of the implementation file. These lines used ptime and time\_duration variables found in the boost::posix\_time library. The constructor of ptime automatically converts the date and time string to a valid posix\_time, then the time\_duration object retrieves the difference between the start and end times using the built-in subtraction operator and assignment operator. This time discrepancy is then reported in milliseconds as prescribed by the spec.

**3. A discussion of what you learned in that particular assignment.**

In this assignment I learned about the effective use of regular expressions (regex). Rather than doing manual comparisons to predefined static strings, regexes allow you to catch expressions dynamically. If there is known variation in a program output, a regex may account for a variety of scenarios including unique number or name strings. In this assignment I used two regexes to catch the beginning and conclusion of the boot sequence.

**4. Evidence that your code ran (e.g. screenshot console log, text output, or results of**

**running tests).**

**5. If you didn't complete any part of any assignment, the things you didn't do or didn't**

**get working.**

**6. Nicely-formatted source code listings for all source code comprising the assignment.**

**• Code must be displayed in a monospaced font.**

**• Code must display line numbers.**
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Test.cpp